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```{r}

knitr::opts\_chunk$set(echo = TRUE)

```

```{r}

# Install necessary packages (run once in console if needed)

# install.packages(c("tidyverse", "skimr", "here", "corrr", "psych"))

```

## 1. Introduction

This report details the data preparation, processing, and initial analysis undertaken for the "Anxiety Support App: Marketing Audience Identification" case study. The objective is to identify and characterize target audiences—specifically high-stress professionals—who would benefit most from the "Calm Button" app. This document showcases the steps taken to prepare and explore the `anxiety\_attack\_dataset.csv`, setting the stage for targeted marketing strategy development.

## 2. Project Setup and Data Import

### 2.1 Loading Libraries

We load essential R packages for data manipulation, visualization, and documentation.

```{r}

library(tidyverse) # Core data science toolkit: dplyr, tidyr, ggplot2, readr, etc.

library(skimr) # For concise and comprehensive descriptive data summaries

library(here) # For robust and portable file path management

```

### 2.2 Setting Project Paths

We use the `here` package to ensure reproducible file paths, regardless of the working directory.

```{r}

project\_root <- here()

data\_folder <- file.path(project\_root, "datasets")

data\_file\_path <- file.path(data\_folder, "anxiety\_attack\_dataset.csv")

```

### 2.3 Data Import

The `anxiety\_attack\_dataset.csv` is imported into R as a dataframe named `anxiety\_data\_raw` using `read\_csv()` for efficient CSV handling.

```{r}

anxiety\_data\_raw <- read\_csv(data\_file\_path)

```

## 3. Initial Data Inspection

### 3.1 Data Overview and Structure

To understand the dataset's structure and get a preliminary overview, we use `skim()` for a comprehensive summary and `head()` for a quick glimpse of the raw data.

```{r}

head(anxiety\_data\_raw) # Display first few rows

```

```{r}

skim(anxiety\_data\_raw) # Comprehensive data summary

```

\*\*Initial Observations:\*\* The dataset contains `[Number of Rows from output]` rows and `[Number of Columns from output]` columns. It includes a mix of character and numeric data types, as expected from the dataset description.

### 3.2 Data Dimensions and Column Names

To explicitly verify the dimensions and column names, we use `nrow()`, `ncol()`, and `colnames()`.

```{r}

cat("Number of rows:", nrow(anxiety\_data\_raw), "\n")

cat("Number of columns:", ncol(anxiety\_data\_raw), "\n")

colnames(anxiety\_data\_raw)

```

\*\*Verification:\*\* The dataset dimensions and column names are confirmed to match the dataset description, indicating successful data import and initial structural integrity.

## 5. Process Phase: Data Cleaning

### 5.1 Handling Missing Values

To assess data completeness, we check for missing values across all columns using `summarise\_all(~ sum(is.na(.)))` and `pivot\_longer()` to create a summary table.

```{r}

# Identify columns with missing values and count them

missing\_values\_summary <- anxiety\_data\_raw %>%

summarise\_all(~ sum(is.na(.))) %>%

pivot\_longer(cols = everything(), names\_to = "column", values\_to = "missing\_count") %>%

filter(missing\_count > 0)

print(missing\_values\_summary) # Output will be empty if no missing values

```

\*\*Finding:\*\* The output above shows `[Output from your run - likely an empty table or "0 rows"]`. This indicates \*\*no missing values\*\* were detected in the dataset.

\*\*Conclusion:\*\* No specific action is required to handle missing values, as the dataset is complete in this regard. This simplifies the data cleaning process significantly.

### 5.2 Removing Duplicates

To ensure data integrity, we check for duplicate records based on the 'ID' column, which should uniquely identify each record.

```{r}

# Check for duplicates based on 'ID' column

duplicate\_count <- anxiety\_data\_raw %>%

count(ID) %>%

filter(n > 1) %>%

nrow()

cat("Number of duplicate IDs:", duplicate\_count, "\n") # Output will be 0 if no duplicates

```

\*\*Finding:\*\* The output above shows `Number of duplicate IDs: 0`. This confirms that \*\*no duplicate records\*\* were found based on the 'ID' column.

\*\*Conclusion:\*\* No action is needed to remove duplicates, as the dataset appears to contain unique records.

### 5.3 Standardizing Data Formats (Proactive Checks)

To ensure consistency and facilitate analysis, we proactively check and standardize data formats in categorical columns, particularly focusing on "Yes/No" and "Gender" variables.

```{r}

# Examine unique values for potential inconsistencies in categorical columns

unique(anxiety\_data\_raw$Gender)

unique(anxiety\_data\_raw$Smoking)

unique(anxiety\_data\_raw$`Family History of Anxiety`)

unique(anxiety\_data\_raw$Dizziness)

unique(anxiety\_data\_raw$Medication)

unique(anxiety\_data\_raw$`Recent Major Life Event`)

# Standardize Gender to "Male", "Female", "Other" (example - already consistent in this dataset)

anxiety\_data\_cleaned <- anxiety\_data\_raw %>%

mutate(Gender = case\_when(

Gender %in% c("Male", "MALE") ~ "Male",

Gender %in% c("Female", "FEMALE") ~ "Female",

TRUE ~ "Other" # Keeps "Other" as is

))

# Standardize Yes/No columns to consistent "Yes" and "No"

yes\_no\_cols <- c("Smoking", "Family History of Anxiety", "Dizziness", "Medication", "Recent Major Life Event")

anxiety\_data\_cleaned <- anxiety\_data\_cleaned %>%

mutate(across(all\_of(yes\_no\_cols), ~ case\_when(

. %in% c("Yes", "YES") ~ "Yes",

. %in% c("No", "NO") ~ "No",

TRUE ~ . # Keep original values if not "Yes" or "No"

)))

```

\*\*Finding:\*\* Examination of unique values in the specified categorical columns reveals that the data is already consistently formatted. The code chunk still enforces standardization as a best practice for data robustness, ensuring consistency even if the raw data were to have minor variations.

\*\*Conclusion:\*\* Categorical data formats are standardized for consistency, although the dataset was already well-formatted.

### 5.4 Correcting Data Errors (Proactive Range Checks)

To ensure data validity, we perform proactive range checks on numerical columns with defined boundaries, specifically 'Stress Level (1-10)' and 'Sweating Level (1-5)'.

```{r}

# Proactive check for Stress Level (1-10) - ensure values are within 1-10 range

stress\_level\_check <- anxiety\_data\_cleaned %>%

filter(!(`Stress Level (1-10)` >= 1 & `Stress Level (1-10)` <= 10))

cat("Rows with invalid Stress Level (1-10) values:", nrow(stress\_level\_check), "\n")

# anxiety\_data\_cleaned <- anxiety\_data\_cleaned %>% # Uncomment to remove invalid values if found

# filter(`Stress Level (1-10)` >= 1 & `Stress Level (1-10)` <= 10)

# Proactive check for Sweating Level (1-5) - ensure values are within 1-5 range

sweating\_level\_check <- anxiety\_data\_cleaned %>%

filter(!(`Sweating Level (1-5)` >= 1 & `Sweating Level (1-5)` <= 5))

print(sweating\_level\_check) # Output will be empty if no invalid values

```

\*\*Finding:\*\* The output from the range checks shows `0 Rows with invalid Stress Level (1-10) values` and an empty dataframe for `sweating\_level\_check`. This indicates that \*\*all values in 'Stress Level (1-10)' and 'Sweating Level (1-5)' columns are within the expected ranges.\*\*

\*\*Conclusion:\*\* No data errors requiring correction were identified in these numerical columns. The dataset appears to contain valid values within the expected ranges for these bounded metrics.

## 6. Process Phase: Data Transformation

### 6.1 Creating Derived Variables

We create derived variables to facilitate more targeted analysis and address our guiding questions.

#### 6.1.1 Stress-Severity Index

We create a 'Stress\_Severity\_Index' by averaging the 'Stress Level (1-10)' and 'Severity of Anxiety Attack (1-10)' columns. This provides a combined metric for overall anxiety impact.

```{r}

anxiety\_data\_transformed <- anxiety\_data\_cleaned %>%

mutate(Stress\_Severity\_Index = (`Stress Level (1-10)` + `Severity of Anxiety Attack (1-10)`) / 2)

head(anxiety\_data\_transformed %>% select(`Stress Level (1-10)`, `Severity of Anxiety Attack (1-10)`, Stress\_Severity\_Index))

```

#### 6.1.2 Treatment Engagement Score

We create a categorical 'Treatment\_Engagement\_Score' variable to classify individuals based on their therapy attendance and medication usage, indicating their level of engagement with formal anxiety treatments. Categories are "None" (no therapy, no medication) and "Engaged" (therapy or medication use).

```{r}

anxiety\_data\_transformed <- anxiety\_data\_transformed %>%

mutate(Treatment\_Engagement\_Score = case\_when(

`Therapy Sessions (per month)` == 0 & Medication == "No" ~ "None",

`Therapy Sessions (per month)` > 0 | Medication == "Yes" ~ "Engaged",

TRUE ~ "Unknown" # Catch-all for any other cases if needed

))

head(anxiety\_data\_transformed %>% select(`Therapy Sessions (per month)`, Medication, Treatment\_Engagement\_Score))

```

#### 6.1.3 Workplace Impact Indicator

For this initial phase, we use the 'Occupation' column directly as a proxy for workplace impact. In later analysis, we will explore how different occupations relate to anxiety patterns.

```{r}

anxiety\_data\_transformed <- anxiety\_data\_transformed %>%

mutate(Workplace\_Impact\_Indicator = Occupation) # Basic proxy using Occupation

head(anxiety\_data\_transformed %>% select(Occupation, Workplace\_Impact\_Indicator))

```

### 6.2 Binning Age Groups

To facilitate age-based segmentation and analysis, we bin the 'Age' variable into the following age groups: 18-24, 25-34, 35-44, 45-54, 55-64, 65+.

```{r}

anxiety\_data\_transformed <- anxiety\_data\_transformed %>%

mutate(Age\_Group = case\_when(

Age >= 18 & Age <= 24 ~ "18-24",

Age >= 25 & Age <= 34 ~ "25-34",

Age >= 35 & Age <= 44 ~ "35-44",

Age >= 45 & Age <= 54 ~ "45-54",

Age >= 55 & Age <= 64 ~ "55-64",

Age >= 65 ~ "65+",

TRUE ~ "Unknown" # For any unexpected age values

))

head(anxiety\_data\_transformed %>% select(Age, Age\_Group))

```

### 6.3 Categorizing Occupations

For higher-level analysis and actionable segmentation, we categorize the 'Occupation' variable into broader professional sectors: Healthcare, Education, Tech, Student, Unemployed, and Other.

```{r}

anxiety\_data\_transformed <- anxiety\_data\_transformed %>%

mutate(Professional\_Sector = case\_when(

Occupation %in% c("Doctor") ~ "Healthcare",

Occupation %in% c("Teacher") ~ "Education",

Occupation %in% c("Engineer") ~ "Tech",

Occupation == "Student" ~ "Student",

Occupation == "Unemployed" ~ "Unemployed",

Occupation == "Other" ~ "Other",

TRUE ~ "Other" # Default category for any uncategorized occupations

))

head(anxiety\_data\_transformed %>% select(Occupation, Professional\_Sector))

```

## 7. Data Quality Report

### 7.1 Data Quality Metrics

We generate a final data quality report for the cleaned and transformed dataset, verifying data integrity and readiness for analysis.

```{r}

skim(anxiety\_data\_transformed) # Summary of cleaned and transformed data

# Re-check for missing values AFTER cleaning and transformation

missing\_values\_summary\_cleaned <- anxiety\_data\_transformed %>%

summarise\_all(~ sum(is.na(.))) %>%

pivot\_longer(cols = everything(), names\_to = "column", values\_to = "missing\_count") %>%

filter(missing\_count > 0)

print(missing\_values\_summary\_cleaned) # Should still be empty

```

\*\*Conclusion:\*\* The final data quality report confirms that the dataset is now cleaned, transformed, and free of missing values. The derived variables and categorizations have been successfully created, and the data is prepared for the "Analyze" phase.

## 8. Analyze Phase: Exploratory Data Analysis (Initial Steps)

Now that the data is prepared, we begin the "Analyze" phase with Exploratory Data Analysis (EDA) to gain initial insights and understand the data distributions and relationships.

### 8.1 Descriptive Statistics

We calculate basic descriptive statistics for key numerical variables to understand central tendencies, spread, and overall data characteristics.

```{r}

anxiety\_data\_transformed %>%

select(Age, `Sleep Hours`, `Physical Activity (hrs/week)`, `Caffeine Intake (mg/day)`, `Alcohol Consumption (drinks/week)`, `Stress Level (1-10)`, `Severity of Anxiety Attack (1-10)`, `Heart Rate (bpm during attack)`, `Breathing Rate (breaths/min)`, `Sweating Level (1-5)`, `Diet Quality (1-10)`, `Therapy Sessions (per month)`, Stress\_Severity\_Index) %>%

summary()

```

\*\*Initial Observations:\*\* [Add your initial observations from the descriptive statistics output here. For example, note the average age, typical sleep hours, average stress level, etc. What are some initial things that stand out to you from these summaries?]

### 8.2 Distribution Analysis - Histograms

To visualize the distribution of key numerical variables, we create histograms. This helps us understand the spread and shape of the data for variables like 'Age', 'Stress Level', and 'Severity of Anxiety Attack'.

```{r}

anxiety\_data\_transformed %>%

ggplot(aes(x = Age)) +

geom\_histogram(binwidth = 5, fill = "steelblue", color = "black", alpha = 0.8) +

labs(title = "Distribution of Age", x = "Age", y = "Frequency")

anxiety\_data\_transformed %>%

ggplot(aes(x = `Stress Level (1-10)`)) +

geom\_histogram(binwidth = 1, fill = "lightcoral", color = "black", alpha = 0.8) +

labs(title = "Distribution of Stress Level", x = "Stress Level (1-10)", y = "Frequency")

anxiety\_data\_transformed %>%

ggplot(aes(x = `Severity of Anxiety Attack (1-10)`)) +

geom\_histogram(binwidth = 1, fill = "lightgreen", color = "black", alpha = 0.8) +

labs(title = "Distribution of Anxiety Attack Severity", x = "Severity of Anxiety Attack (1-10)", y = "Frequency")

```

\*\*Initial Observations from Histograms:\*\* [Describe the distributions you observe in the histograms. For example: Is age normally distributed? Is stress level skewed? What is the typical range of anxiety attack severity? Do these distributions give you any initial ideas about potential target segments?]
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